C++ Inheritance

In C++, inheritance is a process in which one object acquires all the properties and behaviors of
its parent object automatically. In such way, you can reuse, extend or modify the attributes and
behaviors which are defined in other class.

In C++, the class which inherits the members of another class is called derived class and the
class whose members are inherited is called base class. The derived class is the specialized class
for the base class.

Advantage of C++ Inheritance

Code reusability: Now you can reuse the members of your parent class. So, there is no need to
define the member again. So less code is required in the class.

Types Of Inheritance

C++ supports five types of inheritance:

o Single inheritance

o Multiple inheritance

o Hierarchical inheritance
o Multilevel inheritance

o Hybrid inheritance
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Derived Classes
A Derived class is defined as the class derived from the base class.
The Syntax of Derived class:

1. class derived class_name :: visibility-mode base class name

2. {
3. // body of the derived class.
4. }

Where,

derived_class_name: It is the name of the derived class.

visibility mode: The visibility mode specifies whether the features of the base class are publicly
inherited or privately inherited. It can be public or private.

base class name: It is the name of the base class.

o When the base class is privately inherited by the derived class, public members of the
base class becomes the private members of the derived class. Therefore, the public
members of the base class are not accessible by the objects of the derived class only by

the member functions of the derived class.



©  When the base class is publicly inherited by the derived class, public members of the base
class also become the public members of the derived class. Therefore, the public
members of the base class are accessible by the objects of the derived class as well as by

the member functions of the base class.

Note:

o In C++, the default mode of visibility is private.

o The private members of the base class are never inherited.

C++ Single Inheritance

Single inheritance is defined as the inheritance in which a derived class is inherited from the
only one base class.

A

o

Where 'A' is the base class, and 'B' is the derived class.

C++ Single Level Inheritance Example: Inheriting Fields

When one class inherits another class, it is known as single level inheritance. Let's see the
example of single level inheritance which inherits the fields only.

1. #include <iostream>
2. using namespace std;
3. class Account {

4. public:

5.  float salary = 60000;



6. };

7.  class Programmer: public Account {
8.  public:

9 float bonus = 5000;

10. };

11.int main(void) {

12. Programmer pl;

13.  cout<<"Salary: "<<pl.salary<<endl;
14.  cout<<"Bonus: "<<pl.bonus<<endl;
15. return O;

16. }

Output:

Salary: 60000
Bonus: 5000

In the above example, Employee is the base class and Programmer is the derived class.

C++ Single Level Inheritance Example: Inheriting Methods

Let's see another example of inheritance in C++ which inherits methods only.

1. #include <iostream>
. using namespace std;
class Animal {

public:

cout<<"Eating..."<<endl;

2

3

4

5. void eat() {
6

7.}

8. %

9. class Dog: public Animal

10. {



11. public:
12.  void bark(){

13.  cout<<"Barking...";

14. }

15. };

16.int main(void) {
17. Dogdl;

18. dl.eat();
19. dl.bark();
20. return O;
21.}

Output:

Eating...
Barking...

Let's see a simple example.

1. #include <iostream>
. using namespace std,;
. class A
{
inta=4;

2
3
4
5
6. intb=25;
7
8
9
1

public:
int mul()
{
0. int ¢ = a*b;
11. return c;

2.}



13. };

14.

15.class B : private A

16. {

17. public:

18. void display()

19. {

20. int result = mul();

21. std::cout <<"Multiplication of a and b is : "<<result<< std::end],
22, }
23. };
24.int main()
25.4
26. Bb;
27. b.display();
28.
29. return 0;
30.}

Output:

Multiplication of a and b is : 20

In the above example, class A is privately inherited. Therefore, the mul() function of class 'A’
cannot be accessed by the object of class B. It can only be accessed by the member function of
class B.

How to make a Private Member Inheritable

The private member is not inheritable. If we modify the visibility mode by making it public, but
this takes away the advantage of data hiding.

C++ introduces a third visibility modifier, i.e., protected. The member which is declared as
protected will be accessible to all the member functions within the class as well as the class
immediately derived from it.



Visibility modes can be classified into three categories:

Visibility

modes
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Public Private

.Protected;‘
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o Public: When the member is declared as public, it is accessible to all the functions of the

program.
o Private: When the member is declared as private, it is accessible within the class only.

o Protected: When the member is declared as protected, it is accessible within its own

class as well as the class immediately derived from it.

Visibility of Inherited Members

Base class visibility Derived class visibility

Public Private Protected
Private Not Inherited Not Inherited Not Inherited
Protected Protected Private Protected
Public Public Private Protected

C++ Multilevel Inheritance

Multilevel inheritance is a process of deriving a class from another derived class.



C++ Multi Level Inheritance Example

When one class inherits another class which is further inherited by another class, it is known as
multi level inheritance in C++. Inheritance is transitive so the last derived class acquires all the
members of all its base classes.

Let's see the example of multi level inheritance in C++.

—

#include <iostream>

. using namespace std;

class Animal {
public:

2

3

4

5. void eat() {
6 cout<<"Eating..."<<endl;
7

8

9

H
3
class Dog: public Animal
10. {
11. public:

12.  void bark(){

13. cout<<"Barking..."<<endl;



14. )

15. };

16. class BabyDog: public Dog
17. |

18. public:

19.  void weep() {
20. cout<<"Weeping...";
21. 1}

22.

23.int main(void) {
24. BabyDog dl;
25.  dl.eat();

26. dl.bark();

27.  dl.weep();
28. return O;
29.}

Output:

Eating...
Barking...
Weeping...

C++ Multiple Inheritance

Multiple inheritance is the process of deriving a new class that inherits the attributes from two
or more classes.
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Derived
class

Syntax of the Derived class:

1. class D : visibility B-1, visibility B-2, ?
2. {

3. // Body of the class;

4. }

Let's see a simple example of multiple inheritance.

—

#include <iostream>
using namespace std,;
class A
{

protected:

int a;

public:

void get_a(int n)
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1.}

12. };

13.

14.class B
15.

16. protected:



17. intb;
18. public:
19. void get b(int n)

20. |

21. b=n;

22. 1}

23. };

24 class C : public A,public B

25. 4

26. public:

27. void display()

28. |

29. std::cout << "The value of a is : " <<a<< std::endl;
30. std::cout << "The value of b is : " <<b<< std::endl;
31. cout<<"Addition of a and b is : "<<a+tb;

32. }

33. };

34.int main()

35.4

36. Cc;

37. c.get a(10);
38. c.get b(20);
39. c.display();
40.

471. return O;
42.}

Output:

The value of ais : 10
The value of b is : 20



Addition of aand b is : 30

In the above example, class 'C' inherits two base classes 'A' and 'B' in a public mode.

Ambiguity Resolution in Inheritance

Ambiguity can be occurred in using the multiple inheritance when a function with the same
name occurs in more than one base class.

Let's understand this through an example:

1. #include <iostream>
2. using namespace std;
. class A

{
public:

{

3

4

)

6.  void display()
7

8 std::cout << "Class A" << std::endl;
9

10. };

11.class B

12. {

13. public:

14. void display()

15. {

16. std::cout << "Class B" << std::endl;
17. }

18. };

19.class C : public A, public B

20. {

21.  void view()

22. ¢



23.
24.
25. };

}

display();

26. int main()

27. ¢
28.
29.
30.
31.}

Output:

Cc;

c.display();

return O;

error: reference to 'display' is ambiguous
display();

o The above issue can be resolved by using the class resolution operator with the function.

In the above example, the derived class code can be rewritten as:

1.
2.
3.
4.
5
6.
7.
8.
9. I

void view()

{

}

A :: display();
B :: display();

class C : public A, public B

// Calling the display() function of class A.
// Calling the display() function of class B.

An ambiguity can also occur in single inheritance.

Consider the following situation:

1. class A

2. 4



3. public:

4. void display()
5.4

6. cout<<?Class A?;
7.3

8.

9. class B

10. {

11. public:

12. void display()

13. {

14. cout<<?Class B?;
15.}

16. } ;

In the above case, the function of the derived class overrides the method of the base class.
Therefore, call to the display() function will simply call the function defined in the derived class.
If we want to invoke the base class function, we can use the class resolution operator.

1. int main()
2. {
3. B b;
4.  b.display(); // Calling the display() function of B class.
5. b.B:display();  // Calling the display() function defined in B class.
6. }
C++ Hybrid Inheritance

Hybrid inheritance is a combination of more than one type of inheritance.
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Let's see a simple example:

—

#include <iostream>
using namespace std,;
class A
{

protected:

int a;

public:

void get_a()

{

std::cout << "Enter the value of 'a' : " << std::endl;
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cin>>a;

12. }

13. };

14.

15.class B : public A
16. {

17. protected:

18. intb;



19.
20.

21.
22.
23.
24.

25.

26

27.

}s

public:

void get b()

{

}

std::cout << "Enter the value of 'b' : " << std::endl,

cin>>b;

.class C

{

28.
20.
30.
31.
32.
33.
34.
35.

36. };

37.

38

39.

protected:

int c;

public:

void get _c()

{

std::cout << "Enter the value of ¢ is : " << std::endl,

cin>>c;

.class D : public B, public C

{

40.
41.
42.
43.
44,
45.
46.
47.

protected:

int d;

public:

void mul()

{

get_a();
get b();
get_c();



48. std::cout << "Multiplication of a,b,c is : "' <<a*b*c<< std::endl;
49. }

50. };

51.int main()

52.{

53. Dd;

54.  d.mul();

55. return 0;

56. }

Output:

Enter the value of 'a' :

10

Enter the value of 'b' :

20

Enter the value of ¢ is :

30

Multiplication of a,b,c is : 6000

C++ Hierarchical Inheritance

Hierarchical inheritance is defined as the process of deriving more than one class from a base

class.

Syntax of Hierarchical inheritance:

1. class A



// body of the class A.

2

3

4.3

5. class B : public A
6

7

8

9

{
// body of class B.

}
. class C : public A
10. {
11.  //body of class C.
12.}
13.class D : public A
14. {
15. // body of class D.
16. }

Let's see a simple example:

1. #include <iostream>

2. using namespace std;

3. class Shape // Declaration of base class.
4. {

5.  public:

6. inta;

7. int b;

8.  void get data(int n,int m)
9. {

10. a=n;

11. b=m;

12. }

13. };



14. class Rectangle : public Shape // inheriting Shape class

15.

{

16.
17.

18.

19.
20.
21.

22.

23

24.

¥

public:
int rect_area()

{
int result = a*b;

return result;

}

.class Triangle : public Shape // inheriting Shape class

{

25.
26.
27.
28.
29.
30.

31.

32

33.

3

public:
int triangle area()

{

float result = 0.5*a*b;

return result;

}

.int main()

{

34.
35.
36.
37.
38.
39.
40.
41.
42.

Rectangle r;

Triangle t;

int length,breadth,base,height;

std::cout << "Enter the length and breadth of a rectangle: " << std::endl;
cin>>length>>breadth;

r.get _data(length,breadth);

int m =r.rect_area();

std::cout << "Area of the rectangle is : " <<m<< std::endl;

std::cout << "Enter the base and height of the triangle: " << std::endl;



43. cin>>base>>height;

44, t.get data(base,height);

45. float n = t.triangle area();

46. std::cout <<"Area of the triangle is : " << n<<std::endl;
47. return O;

48. }

Output:

Enter the length and breadth of a rectangle:
23

20

Area of the rectangle is : 460

Enter the base and height of the triangle:

2

5

Area of the triangle is : 5

C++ Overloading (Function and Operator)

If we create two or more members having the same name but different in number or
type of parameter, it is known as C++ overloading. In C++, we can overload:

o methods,
o constructors, and

o indexed properties

It is because these members have parameters only.

Types of overloading in C++ are:

o Function overloading



o Operator overloading

Overloading

Function Operator
Overloading Overloading

C++ Function Overloading

Function Overloading is defined as the process of having two or more function with the
same name, but different in parameters is known as function overloading in C++. In
function overloading, the function is redefined by using either different types of
arguments or a different number of arguments. It is only through these differences
compiler can differentiate between the functions.

The advantage of Function overloading is that it increases the readability of the program
because you don't need to use different names for the same action.

C++ Function Overloading Example

Let's see the simple example of function overloading where we are changing number of
arguments of add() method.

// program of function overloading when number of arguments vary.

1. #include <iostream>
. using namespace std;

. class Cal {

2
3
4.  public:
5. static int add(int a,int b){
6

return a + b;



7.}
8. static int add(int a, int b, int c)

9. |

10. returna+b+c;
11. }

12.};

13.int main(void) {

14. CalC; //  class object declaration.
15. cout<<C.add(10, 20)<<end];

16. cout<<C.add(12, 20, 23);

17. returnO;

18.}

Output:

30
55

Let's see the simple example when the type of the arguments vary.
// Program of function overloading with different types of arguments.

1. #include<iostream>
using namespace std;
int mul(int,int);

float mul(float,int);

int mul(int a,int b)

{

return a*b;



11.float mul(double x, int y)

124

13. return x*y;

14.}

15.int main()

16.{

17. intr1 =mul(6,7);

18. float r2 = mul(0.2,3);

19. std::cout << "r1is: " <<r1<< std::endl;
20. std:icout<<"r2is:" <<r2<<std:end|
21. returnQ;

22.}

Output:

r1is: 42
r2is: 0.6

Function Overloading and Ambiguity

When the compiler is unable to decide which function is to be invoked among the
overloaded function, this situation is known as function overloading.

When the compiler shows the ambiguity error, the compiler does not run the program.

Causes of Function Overloading:

o Type Conversion.
o Function with default arguments.

o Function with pass by reference.



‘ Causes Of Ambiquity

4)‘ Type Conversion

Function with
default arguments

Function with pass

by reference

o Type Conversion:

Let's see a simple example.

—_—

#include<iostream>
using namespace std;
void fun(int);
void fun(float);
void fun(int i)
{
std::cout << "Value of i is : " <<i<< std::end|;
}
void fun(float j)
10.{
11. std::icout << "Value of jis : " <<j<< std::end|;
12.}
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13.int main()
14.{

15. fun(12);
16. fun(1.2);

17. return O;



18.}

The above example shows an error "call of overloaded 'fun(double)' is ambiguous”. The
fun(10) will call the first function. The fun(1.2) calls the second function according to
our prediction. But, this does not refer to any function as in C++, all the floating point
constants are treated as double not as a float. If we replace float to double, the program
works. Therefore, this is a type conversion from float to double.

o Function with Default Arguments

Let's see a simple example.

1. #include<iostream>
using nhamespace std;
void fun(int);
void fun(int,int);
void fun(int i)
{
std::cout << "Value of i is : " <<i<< std::end|;
}
void fun(int a,int b=9)
10.{

11. std::cout << "Value of ais : " <<a<< std::endl;
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12. std::cout << "Value of bis : " <<b<< std::endl;

13.}
14.int main()
15.
16. fun(12);
17.
18. return0;

19.}



The above example shows an error "call of overloaded 'fun(int)' is ambiguous". The
fun(int a, int b=9) can be called in two ways: first is by calling the function with one
argument, i.e., fun(12) and another way is calling the function with two arguments, i.e.,
fun(4,5). The fun(int i) function is invoked with one argument. Therefore, the compiler
could not be able to select among fun(int i) and fun(int a,int b=9).

o Function with pass by reference

Let's see a simple example.

—_—

#include <iostream>
using namespace std;
void fun(int);

void fun(int &);

int main()

{

int a=10;

fun(a); // error, which f()?
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return O;

10.}

11.void fun(int x)

12.

13.std::cout << "Value of x is : " <<x<< std::endI;
14.}

15.void fun(int &b)

16.{

17.std::cout << "Value of b is : " <<b<< std::endl;

18.}

The above example shows an error "call of overloaded 'fun(int&)' is ambiguous". The
first function takes one integer argument and the second function takes a reference
parameter as an argument. In this case, the compiler does not know which function is



needed by the user as there is no syntactical difference between the fun(int) and fun(int
&).

C++ Operators Overloading

Operator overloading is a compile-time polymorphism in which the operator is
overloaded to provide the special meaning to the user-defined data type. Operator
overloading is used to overload or redefines most of the operators available in C++. It is
used to perform the operation on the user-defined data type. For example, C++ provides
the ability to add the variables of the user-defined data type that is applied to the built-in
data types.

The advantage of Operators overloading is to perform different operations on the same
operand.

Operator that cannot be overloaded are as follows:

o Scope operator ()

o Sizeof

o member selector(.)

o member pointer selector(*)

o ternary operator(?:)

Syntax of Operator Overloading

—_—

return_type class_name :: operator op(argument_list)

{
// body of the function.

0D

Where the return type is the type of value returned by the function.

class_name is the name of the class.



operator op is an operator function where op is the operator being overloaded, and the
operator is the keyword.

Rules for Operator Overloading

Existing operators can only be overloaded, but the new operators cannot be

overloaded.

The overloaded operator contains atleast one operand of the user-defined data
type.

We cannot use friend function to overload certain operators. However, the

member function can be used to overload those operators.

When unary operators are overloaded through a member function take no explicit

arguments, but, if they are overloaded by a friend function, takes one argument.

When binary operators are overloaded through a member function takes one
explicit argument, and if they are overloaded through a friend function takes two

explicit arguments.

C++ Operators Overloading Example

Let's see the simple example of operator overloading in C++. In this example, void
operator ++ () operator function is defined (inside Test class).

// program to overload the unary operator ++.

—_—

N o g M 0D

. #include <iostream>

using nhamespace std;
class Test
{
private:
int num;

public:



8. Test(): num(8){}

9. void operator ++() {

10. num = num+2;

1.}

12.  void Print() {

13. cout<<"The Count is: "<<num;
14. }

15.};

16.int main()

17.4

18. Testtt;

19. ++tt; // calling of a function "void operator ++()"
20. tt.Print();
21. return0;

22.}
Output:
The Countis: 10
Let's see a simple example of overloading the binary operators.

// program to overload the binary operators.

1. #include <iostream>
using namespace std;

class A

{

int x;
public:
AO{



9.  A(inti)

10. {
11, x=i;
12. }

13. void operator+(A);
14. void display();

15.};

16.

17.void A :: operator+(A a)
18.{

19.

20. intm =x+a.x;

21. cout<<"The result of the addition of two objects is : "<<m;

22.
23.}
24.int main()
254
26. Aail(5);
27. Aa2(4);
28. al+az;
29. return O;
30.}

Output:

The result of the addition of two objects is : 9

C++ Function Overriding

If derived class defines same function as defined in its base class, it is known as
function overriding in C++. It is used to achieve runtime polymorphism. It enables you to



provide specific implementation of the function which is already provided by its base
class.

C++ Function Overriding Example

Let's see a simple example of Function overriding in C++. In this example, we are
overriding the eat() function.

—_—

. #include <iostream>
using namespace std;
class Animal {

public:
void eat(){
cout<<"Eating...";

}
%
class Dog: public Animal

10.{
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11. public:

12. void eat|()

13. {

14. cout<<"Eating bread...";
15. }

16.};

17.int main(void) {

18. Dogd = Dog();

19. d.eat();
20. return O;
21.}

Output:



Eating bread...

Constructor overloading in C++

Constructor is a member function of a class that is used to initialize the objects of the class.

Constructors do not have any return type and are automatically called when the object is created.

Characteristics of constructors

The name of the constructor is the same as the class name
No return type is there for constructors

Called automatically when the object is created

Always placed in the public scope of the class

If a constructor is not created, the default constructor is created automatically

and initializes the data member as zero
Declaration of constructor name is case-sensitive

A constructor is not implicitly inherited

Types of constructors

There are three types of constructors -

Code

Default constructor - A default constructor is one that does not have function
parameters. It is used to initialize data members with a value. The default

constructor is called when the object is created.

. #include <iostream>

using namespace std,;



3. class construct // create a class construct

4. {

5. public:

6. int a, b; // initialise two data members

7 construct() // this is how default constructor is created
8. {

9. // We can also assign both values to zero

10. a=10; // intialise a with some value

11. b = 20; // initialise b with some value

12. }

13. };

14. int main()

15. {

16. construct c; / creating an object of construct calls defualt constructor
17.  cout<< "a:" <<c.a<<endl

18. <<"b:" <<c.b; // print a and b

19. return 1;

20.}

Output

a:10
b:20

o Parameterized constructor - A non-parameterized constructor does have the
constructor arguments and the value passed in the argument is initialized to its

data members. Parameterized constructors are used in constructor overloading.

Code

1. #include <iostream>



S B

e

I1.
12.
13.
14.
15.
16.
17.
18.
19.
20.
21.
22.
23.
24.
25.
26.
27.
28.

using namespace std;

class Point // create point class

{

private:

int x, y; // the two data members of class Point

public:

Point(int x1, int y1) // create paramterised Constructor and initialise data member

{

x = x1; // x1 is now intialised to x
y=yl;// yl is now intialised to y
}
intgetX()
{
return x; // to get the value of x
b
intgetY()
{
return y; // to get the value of y
b
}3
int main()

{

Point p1(10, 15); // created object for paramterised constructor

cout<<"pl.x =" <<pl.getX() << ", pl.y =" <<pl.getY(); / print x and y

return O;



29.}

Output
pl.x=10,pl.y=15
Explanation

Create a class point with two data members x and y. A parameterized constructor is created with
the points x1 and y1 as parameters and the value of x and y are assigned using x1 and y1. In the
main function, we create a parameterized constructor with the values (10, 15). Using the getter
functions, we get the values of the data members.

o Copy constructor - Copy constructor initializes an object using another object of

the same class.

Syntax

class_name(constclassname&old_object).

Code
1. #include <iostream>
2. using namespace std;
3. class Point // create point class
4. {
5. private:
6. int x,y;// data members of the class
7. public:
8. Point(int x1, int y1)
9. {
10. x =x1;
I1. y=yl;
12.  } // parameterised constructor
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14. // Copy constructor
15. Point(const Point& p1) // initialisation according to syntax
16. {
17. x =pl.x;
18. y=pl.y;
19. }
20. intgetX() { return x; } // return value of x
21. intgetY() { returny; } // return valur of y
22.};
23. int main()
24.{
25.  Point p1(10, 15); // call parameterised constructor
26. Point p2 =pl; // call Copy constructor
27. /] use getter and setter to print x and y
28. cout<<"pl.x =" <<pl.getX() << ", pl.y =" <<pl.getY();
29. cout<< "\np2.x =" <<p2.getX() << ", p2.y =" << p2.getY();
30. return 0;
31.}
Output

pl.x=10,pl.y=15
p2.x=10,p2.y=15

Constructor overloading in C++

As there is a concept of function overloading, similarly constructor overloading is applied. When

we overload a constructor more than a purpose it is called constructor overloading.

The declaration is the same as the class name but as they are constructors, there is no return type.

The criteria to overload a constructor is to differ the number of arguments or the type of

arguments.



Code

1. // C++ program to demonstrate constructor overloading
2. #include <iostream>
3. using namespace std;

4. class Person { // create person class

5. private:

6. int age; // data member

7. public:

8. // 1. Constructor with no arguments
9. Person()

10. {

11. age = 20; // when object is created the age will be 20
12. }

13.  // 2. Constructor with an argument

14. Person(int a)

15. { // when parameterised Constructor is called with a value the
16. /I age passed will be initialised

17. age = a;

18. }

19. intgetAge()

20. { // getter to return the age

21. return age;

22. 1}

23. 4

24. int main()

25. 4

26. Person personl, person2(45); // called the object of person class in differnt way



27.
28. cout<< "Personl Age =" << personl.getAge() <<endl;
29. cout<< "Person2 Age =" << person2.getAge() <<endl;

30. return 0;

31.}

Output

Personl Age =20
Person2 Age =45

Explanation

In the above program, we have created a class Person with one data member(age). There are
two constructors in the class that are overloaded. We have overloaded the second constructor by
providing one argument and making it parameterized.

So, in the main function when the object personl is created, it calls the non-parameterized
constructor and when person2 is created, it calls the parameterized constructor and performs the
required operation of initializing the age. Hence, when object personl age is printed it gives 20
that was set by default and person2 age gives 45 as it was passed by the object to the
parameterized constructor.

C++ virtual function

o A C++ virtual function is a member function in the base class that you redefine in

a derived class. It is declared using the virtual keyword.

o Itis used to tell the compiler to perform dynamic linkage or late binding on the

function.

o There is a necessity to use the single pointer to refer to all the objects of the
different classes. So, we create the pointer to the base class that refers to all the

derived objects. But, when base class pointer contains the address of the derived



class object, always executes the base class function. This issue can only be

resolved by using the 'virtual' function.
o A'virtual' is a keyword preceding the normal declaration of a function.

o When the function is made virtual, C++ determines which function is to be
invoked at the runtime based on the type of the object pointed by the base class

pointer.

Late binding or Dynamic linkage

In late binding function call is resolved during runtime. Therefore compiler determines the type
of object at runtime, and then binds the function call.

Rules of Virtual Function

o Virtual functions must be members of some class.

o Virtual functions cannot be static members.

o They are accessed through object pointers.

o They can be a friend of another class.

o Avirtual function must be defined in the base class, even though it is not used.

o The prototypes of a virtual function of the base class and all the derived classes
must be identical. If the two functions with the same name but different

prototypes, C++ will consider them as the overloaded functions.
o We cannot have a virtual constructor, but we can have a virtual destructor

o Consider the situation when we don't use the virtual keyword.
1. #include <iostream>

2. using namespace std;



3. class A

4. {

5.  int x=5;

6. public:

7. void display()

8. {

9. std::cout << "Value of x is : " << x<<std::endl;
10. }

11. };

12. class B: public A

13. {
14. inty=10;
15. public:

16. void display()

17. {

18. std::cout << "Value of y is : " <<y<< std::end],
19. }

20. };

21. int main()

22,4

23, A *a
24. Bb;
25. a=&b;

26. a->display();
27. return 0;

28.}

Output:



Value of x is : 5

In the above example, * a is the base class pointer. The pointer can only access the base class
members but not the members of the derived class. Although C++ permits the base pointer to
point to any object derived from the base class, it cannot directly access the members of the
derived class. Therefore, there is a need for virtual function which allows the base pointer to
access the members of the derived class.

C++ virtual function Example

Let's see the simple example of C++ virtual function used to invoked the derived class in a
program.

1. #include <iostream>

2. Class A

3. ¢

4. public:

5. virtual void display()

6. {

7. cout << "Base class is invoked"<<endl;
8

9. 1

10. class B:public A

1. {

12. public:

13. void display()

14. {

15. cout << "Derived Class is invoked"<<endl;
16. }

17. };

18. int main()



19. {

20. A*a; //pointer of base class

21. Bb; //object of derived class

22. a= &b;

23. a->display(); //Late Binding occurs

24.}

Output:

Derived Class is invoked

Pure Virtual Function

A virtual function is not used for performing any task. It only serves as a

placeholder.

When the function has no definition, such function is known as "do-nothing"

function.

The "do-nothing" function is known as a pure virtual function. A pure virtual
function is a function declared in the base class that has no definition relative to

the base class.

A class containing the pure virtual function cannot be used to declare the objects

of its own, such classes are known as abstract base classes.

The main objective of the base class is to provide the traits to the derived classes

and to create the base pointer used for achieving the runtime polymorphism.

Pure virtual function can be defined as:

1.

virtual void display() = 0;

Let's see a simple example:

1.

#include <iostream>



2. using namespace std,;

3. class Base

4. {

5. public:

6. virtual void show() = 0;
7. %

8. class Derived : public Base
9. {

10. public:

11.  void show()

12. {

13. std::cout << "Derived class is derived from the base class." << std::endl;
4. }

15. };

16. int main()

17.

18. Base *bptr;
19. //Base b;

20. Derived d;
21. bptr=&d;
22.  bptr->show();
23.  return 0;

24.}

Output:
Derived class is derived from the base class.

In the above example, the base class contains the pure virtual function. Therefore, the
base class is an abstract base class. We cannot create the object of the base class.






